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Abstract—Background: When acquiring new programming
languages, learners typically transfer their knowledge from
previous languages to the new one. Recent studies demonstrate
that this transfer is similar to the process of learning a second
language, so learning can be more efficient, but also interference
can take place, similar to false friends. While these studies
demonstrate the existence of transfer, they have focused on
programming languages with rather larger differences, such as
Python versus Java.

Objective: Our goal is to understand how students transfer
between two similar programming languages, that is, from C to
Java, adding a different angle to how transfer takes place.

Method and Results: To this end, we gave students a Java
comprehension test in the first week of a CS2 course, after they
have completed a CS1 course based on C. We could confirm
that students transfer knowledge from C to Java, including false
friends. We repeated this study a year later, but included a ded-
icated Java tutorial before conducting the Java comprehension
test. With these explicit instructions, students experienced less
interference when learning Java, demonstrating that they profit
from being made explicitly aware of the syntactical intricacies of
Java. However, we also observed persistent interference for some
concepts, indicating the need for more in-depth instructions.

Index Terms—Programming language transfer, Program com-
prehension, Novice programmers, Java, Syntax and semantics.

I. INTRODUCTION

Programming learning is becoming more ubiquitous as a
growing number of countries are integrating programming
into their school curricula [3], [5], [19]. When transitioning
between schools, school levels, or into higher education,
students will most likely not only learn one, but several pro-
gramming languages over time. Thus, transitioning between
programming languages is essential.

Just as with learning natural languages, learning a new
programming language builds on existing knowledge of pre-
viously learned programming languages, such that knowledge
from one language is transferred to the new one. And just as
for natural languages, this works well sometimes, for example,
when there are similarities in vocabulary, such as from German
Fisch to English fish, or from French manger and Italian
mangiare (both mean ’to eat’). Sometimes, however, it is
difficult and interference takes place, for example, in the form
of ’false friends’, such as English actually and Spanish
actualmente, where the latter means ’at present/currently’,
so it is actually very different from the similar looking English
word.

A language learner who is able to assume what the German
word Fisch means based on their knowledge in English is
experiencing positive transfer, where knowledge learned in
one context has a positive effect on performance in another
context. By contrast, a Spanish learner that falls for the trap of
the false friend actualmente experiences negative transfer,
such that the knowledge learned in one context causes negative
influence on performance in other contexts [25].

Recent studies have demonstrated how transfer affects learn-
ing a new programming language, which is described in the
Model of Programming Learning Transfer [38]. According to
the model, when learning a second or subsequent programming
language, three different kinds of transfer can occur:

1) Positive transfer can occur for True Carryover Concepts.
These are concepts that, in the new programming language,
are similar in syntax and semantics compared to already
known programming languages. For example, the syntax of
declaring a variable of the type int is a concept shared by the
languages C and Java with consistent underlying semantics.
The expression int number = 2; is syntactically correct
in both languages and has the same meaning.

2) Negative transfer is expected for False Carryover Con-
cepts, which are syntactically similar in the new programming
language, but not semantically. These “false friends” cause
interference. For example, we can declare an integer variable
and initialize it with the value 1 in Java and C. Then, we assign
the value 10.5 to this variable. At this point, the syntax remains
consistent in both languages, but the underlying semantics are
different. In C, the number is truncated to 10 with a compiler
warning. In Java, such an assignment leads to a compiler error.

3) No transfer occurs for Abstract True Carryover Con-
cepts. These are semantically similar in the new programming
language, but not syntactically. Since learners are unfamiliar
with the new syntax, they cannot recognize that they already
know the concept, just with a different look. One example
are structures in C and classes in Java. Although C has no
syntax to define classes, structures can be used to present
simple classes, making the semantics similar in this context.
For example, the structure struct Point{int x; int
y;} can represent a point, similar to a class Point {int
x; int y;} in Java.

The Model of Programming Learning Transfer has been
evaluated regarding transfer from Python to Java [38], and has
been successfully applied in other contexts [14], [20], [27].
However, there is currently a gap on how transfer between



more similar languages takes place, specifically, with compa-
rable type systems. To address this gap, we have conducted
a study to understand how students who are starting to learn
Java in a CS2 course after having learned C in a CS1 course
transfer their knowledge. To this end, students completed a
Java comprehension test, in which they determined what a
snippet of Java code would do based on their prior knowledge.
To understand to what extent an explicit introduction to Java
helps to support transfer and avoid interference, we have
run the study twice in two separate years (2023, 2024), and
have incorporated a dedicated Java tutorial in the 2024 before
conducting the Java comprehension test. This is a replication
of the study by Tshukudu and Cutts [38], in which we have
adapted the Java questions and expected transfer from C as
the previous programming language.

In a nutshell, we found evidence for all three kinds of
transfer, indicating that students transfer concepts, leading to
either (expected) correct responses, indicating positive transfer,
or (expected) incorrect responses, indicating no and nega-
tive transfer. However, how students transfer their knowledge
seems tightly coupled to the concrete concept (e.g., variable
scope, type (in)compatibility), not whether positive or nega-
tive/no transfer is expected. To understand the effect of the
concepts on how students transfer their knowledge to Java,
we explored the responses of students in detail. We found
that especially scoping and comparison of complex data types
are difficult to get right, even after a dedicated Java tutorial.
Furthermore, object assignment, string concatenation with the
+ operator, using attributes for arrays, and basics of classes
are difficult to get right without introduction, but can profit
considerably from a dedicated Java tutorial.

To summarize, we make the following contribution:
• Empirical evidence to describe transfer to a new program-

ming language, strengthening the view that programming
language learning is close to learning a second natural
language.

• A nuanced picture of how transfer does and does not take
place.

• Details on the relationship between concrete concepts,
transfer, and dedicated instructions in the context of
programming learning.

• A publicly available replication package:
https://doi.org/10.5281/zenodo.14762835

II. RELATED WORK

Most studies on transfer between text-based programming
languages have focused on transfer from Python to Java [11],
[33], [37], [39], but also the transfer from Matlab to C [6],
from object-oriented to functional languages [32], and between
different database languages [18] have been studied. One study
focused on the comparison of transfer between languages
that were either different in semantics but similar in syntax,
or different in syntax but then similar in semantics [20].
Most of them fall in line with the Model of Programming
Learning Transfer and support the call for explicitly lever-
aging the concepts of transfer in the teaching of subsequent

programming languages [36]. Only the results of Lu and
others [20] differ from the expectations set by the Model of
Programming Learning Transfer, in that students had little
trouble transferring between the syntactically different, but
semantically similar languages. While all of these studies have
a focus on learning transfer between text-based programming
languages, none of the studies has focused on the transfer
between syntactically similar languages with comparable type
systems.

Visual programming languages are often used to ease novice
programmers into programming, but transferring skills to text-
based programming languages seems to be difficult [1], [24],
[26], [34], [40]. However, addressing transfer explicitly might
help mitigate common misconceptions from learners [23],
[27]. Other dedicated approaches exist to foster transfer, such
as frame-based editing [16] or facets of meaning [2], showing
a visual programming language and a text-based programming
language side by side [9], [17], while focusing explicitly on
the underlying concepts and computational thinking [9], or
using additional tools and gamification [4], [22], or bridging
languages [15]. These studies investigate the transfer of knowl-
edge in programming language learning and propose methods
to alleviate the difficulties of students when transitioning from
visual to text-based programming languages. Their goal is
to improve teaching methods by leveraging learning transfer,
similar to that of our research.

Transfer has been studied in other aspects of programming
learning, such as transferring knowledge from training tasks
to later assessment [13], which is difficult for most learners,
even for very basic problems [35] and across all aspects of
transfer [8]. Approaches to alleviate these difficulties exist,
such as explicit instructions and bridging techniques [7]. For
example, the programming language Hedy [10] uses these
techniques to leverage transfer from natural language learn-
ing to programming language learning. For transfer between
programming languages, approaches are also currently being
developed [27], [39], but concrete studies to evaluate their
effects are sparse. Our study will contribute empirical data for
fostering transfer between programming languages.

Transfer has also been observed in programming experts.
Typically, they struggle less than novices with questions of
syntax and semantics [28]. However, existing tutorials for ex-
perts often do not leverage prior knowledge from experts [29],
and dedicated tools to avoid negative transfer are missing [30].
Studies have also stressed the importance of not only under-
standing differences in concepts and syntax, but also in idioms
and conventions of different languages [21].

III. EXPERIMENTAL DESIGN

In this section, we describe the experimental design of the
study including the research questions, materials, participants,
and the experiment procedure. All material is available on the
project’s Web site: https://doi.org/10.5281/zenodo.14762835.



TABLE I
QUESTIONS AND EXPECTED ANSWERS FROM THE JAVA COMPREHENSION TEST. THE EXPECTED TYPE OF TRANSFER IS INDICATED BY THE COLOR.

POSITIVE TRANSFER IS IN TEAL , NEGATIVE TRANSFER IN RED AND NO TRANSFER IN BLUE

Question Description Core Concept Correct Answer Expectation C Expectation Python

Q1 Assigns the float number “10.5” to an int variable
with initial value 1.

Type compatibility Error 10 / 11 10.5

Q2 Declares a variable “Hello” inside a loop, prints it
twice, then accesses it outside the loop.

Variable scope Error Error Hello
Hello
Hello

Q3 A while loop prints the values of i from 0 to 1
before the loop terminates when i reaches 2.

While-loop 0 0 0
1 1 1

Q4 Two objects of type String (2023)/Array(2024) with
the same value are created with the new keyword,
then compared with ==, which checks for the
reference equality.

Object comparison false true true

Q5 A method that multiplies integers is called in the
main method.

Methods 14 (2023) 14 (2023) 14 (2023)
21 (2024) 21 (2024) 21 (2024)

Q6 Two objects (n1, n2) are created with attribute
values (“51”). The attribute of n1 is printed; then,
n1 is assigned to n2 (n2=n1), so both refer to the
same object. The attribute value of n1 is changed
to “53” after which the attribute value of n2 is
printed.

Object assignment 51 51 51
53 53 53
53 51 53

Q7 A method uses nested for-loops to find two
numbers in an array whose sum equals a specified
target value, and an array with the indices of the
numbers is returned, using the keyword “new” to
allocate memory space for the array.

Declaring arrays 4 Error / Confusion Error / Confusion
(2023 only) 5

Q8 String concatenation using “+”: Two strings
(“hello” + “there”), and a string and a number
(“exec” + 3) are concatenated and printed.

String concatenation hellothere Error hellothere
exec3 Error

Q9 Initializes a two-dimensional array and prints its
contents with nested loops, using “.length” to
access the length of the array.

Array length 1 2 3 Error Error / Confusion
4 5 6
7 8 9

Q10 A class “Student Info” represents a student with
three private attributes: num, name, and age. It
provides getter methods for all and a setter method
to modify age. In the main method, an object is
created with the values “001”, “Max”, and “25”.
These values get printed. Then, the age gets
updated to “23” and printed.

Classes 001,Max,25 Confusion 001,Max,25
23 23

A. Research Questions

Our study investigated how novices transfer their knowledge
of previous programming languages to learning Java in a CS2
course. Our focus is how students who learned C in a CS1
course transition to Java in a subsequent CS2 course. Both
programming languages have a static type system (different
from Python), so possibly we can observe positive transfer
for concepts related to types. Furthermore, the sample in our
course is diverse regarding previous experience. Most students
have learned C, but we cannot exclude that they have also
learned other programming languages. It is quite common that
students are familiar with both, C and Python, and few students
joined our CS2 course from a different course that did not
teach C, but Python or other programming languages. Thus, we
can also observe transfer from other programming languages
to Java. We phrase the first group of research questions:

RQ1: What transfer can we observe when students transition

to Java...
• RQ1.1: ...from C?
• RQ1.2: ...from other programming languages?
To answer these research questions, we repeat the study of

Tshukudu and Cutts [38] in our courses.
Having understood how students transition to Java, we can

integrate dedicated training to support students in transferring
their knowledge to Java. This way, we can improve current
teaching approaches and build on students’ previous knowl-
edge. We define the second group of research questions:

RQ2: What is the effect of explicit Java grammar instruction
on transfer ...

• RQ2.1: ... from C to Java?
• RQ2.2: ... from other programming languages to Java?
To answer these research questions, we conduct the study

twice in our courses, first in 2023, and second, in 2024, in
which we start with a dedicated Java tutorial.



B. Material
For our study, we adapted the code comprehension snippets

from the study by Tshukudu [39]. They contain basic Java
concepts, such as declaration of variables, declaration of
objects, usage of methods, and so on. An overview of the
questions and the targeted concepts can be found in Table I.
The full code snippets are available on the project’s Web site.

To observe transfer, each snippet was designed to reflect one
of the three transfer types: positive transfer, negative transfer,
and no transfer. Thus, each snippet contains a programming
concept that is expected to lead to exactly one type of transfer,
which depends also on the previously known programming
language(s) of students.

1 for (int i=0; i<2; i++) {
2 String var="Hello";
3 System.out.println(var);
4 }
5 System.out.println(var);

Listing 1. Java Code Snippet Example

As an example of positive (from C) and negative (from
Python) transfer, we show the code of Question 2 in Listing 1.
This code will lead to an error, because the variable var is
accessed outside the loop in which it is defined, violating the
variable’s scope. Since C has similar scoping rules to Java, we
assume that students coming from C correctly respond that this
code produces an error. By contrast, Python has less restricted
rules of scoping, so accessing the variable outside the loop is
syntactically correct Python code. Thus, we expect that, when
students transfer their Python knowledge to this Java code,
they respond with three times “Hello”.

As an example for no transfer (from C), Question 10
includes the definition of a small class and the use of the
keyword new. Since there is no syntactic similarity in C, we
expect that students cannot transfer their knowledge from C,
even though there are comparable concepts with the definition
of struct and the function malloc.

The task for the participants was to comprehend Java
snippets and determine the output of the code, either with no
introduction to Java (2023) or a dedicated (2024) tutorial to
Java. This way, we ensure that participants needed to base their
answers on their prior programming knowledge (2023). The
snippets could also lead to errors, which we told participants
before they started the Java comprehension test, and instructed
them to shortly describe an error if they thought there was one.

In the 2024 instance, we removed Q7 after observing that
it tended to cause confusion. We did not replace it, because
many participants lost interest after completing six tasks. We
also made some slight adjustments to Q4, Q5 and Q10 to
reduce confusion that was caused by details in the snippets,
not intricacies of the concepts, such as unused parameters or
the format of the output.

To assess the background of participants, we used our ques-
tionnaire to measure programming experience, which is based
on self-estimation [31]. Participants were asked to estimate
their experience with different programming languages on a
five-point Likert scale.

TABLE II
PROGRAMMING EXPERIENCE DISTRIBUTION OF PARTICIPANTS

Year C Python C & Python None Other Sum

2023 45 4 19 7 9 84
2024 16 2 15 13 4 50

C. Participants
The participants are students from the TU Chemnitz who

attended a CS2 course. They usually have completed a preced-
ing CS1 course, but since that was not a necessary prerequisite,
we assessed students’ previous programming experience using
our programming experience questionnaire. We present an
overview of the sample in Table II. In total, 104 students
participated in the experiment in 2023. Before data analysis,
we removed 13 invalid responses and 7 students who had
previous experience in Java, leaving 84 participants. Most
students had learned C in the preceding CS1 course, and some
had prior experience with Python and/or other languages. We
considered a student to have a background in a programming
language if they had at least a medium level of experience in
that language.

In the 2024 instance, 69 students participated, of which we
removed 6 invalid responses and 13 students with previous
Java experience, leaving 50 participants.

D. Conduct
The experience questionnaire and the comprehension test

were implemented in LimeSurvey and distributed by giving
the students the link to the online survey during the lecture. We
also provided a paper-based version to students who preferred
it. The students were not obligated to participate in the survey,
but the survey was part of the lecture.

In 2023, the survey was conducted during the first lecture
of the semester. In 2024, the survey was conducted in the
second week of the semester, after the students had received
a dedicated Java tutorial in week one. The tutorial provided
an overview of the fundamental components of Java, which
we noticed were especially difficult in the 2023 instance. It
included control structures, primitive and complex data types,
and the operations that can be executed on them. Additionally,
the tutorial covered the use of one- and two-dimensional arrays
and introduced the basics of classes. We used live coding,
during which students could ask questions to explore Java
constructs.

In 2023, the order of the questions was fixed to ensure
an even distribution of questions containing different types of
concepts. However, as participants grew fatigued, the number
of responses decreased considerably for the later tasks. To have
a more evenly distributed number of answers per question, we
pseudo-randomized the order in 2024.

IV. RESULTS

A. Data Preprocessing
Before analyzing the data, we removed blank answers and

duplicated submissions. In the latter case, we kept the final



TABLE III
PERCENTAGE OF CORRECT ANSWERS PER QUESTION AND KNOWLEDGE BACKGROUND IN 2023 AND 2024. POSITIVE TRANSFER IS IN TEAL , NEGATIVE

TRANSFER IN RED , AND NO TRANSFER IN BLUE .

Q1 Q2 Q3 Q4 Q5 Q6 Q7 Q8 Q9 Q10 Nmin to Nmax

2023

Average 14.61% 14.61% 67.42% 5.68% 78.82% 15.38% 3.28% 39.39% 31.91% 38.64%

C 11.63% 16.28% 62.79% 4.65% 74.42% 7.14% 0.00% 36.11% 20.83% 29.17% 24 to 43
Python 25.00% 0.00% 75.00% 0.00% 100.00% 0.00% 0.00% 50.00% 50.00% - 0 to 4
C & Python 15.79% 15.79% 78.95% 5.26% 77.78% 33.33% 7.69% 46.15% 40.00% 44.44% 10 to 19
None 14.29% 0.00% 57.14% 0.00% 57.14% 14.29% 0.00% 14.29% 0.00% 28.57% 4 to 7
Other 0.00% 0.00% 44.44% 0.00% 77.78% 0.00% 0.00% 11.11% 22.22% 11.11% 3 to 9

Valid Answers 82 82 82 81 78 71 56 60 43 40

2024

Average 25.81% 21.67% 80.00% 15.25% 91.80% 32.76% 52.46% 69.49% 71.19%

C 18.75% 14.29% 93.33% 6.67% 93.75% 26.67% 50.00% 80.00% 68.75% 14 to 16
Python 0.00% 0.00% 50.00% 0.00% 100.00% 0.00% 100.00% 0.00% 0.00% 1 to 2
C & Python 40.00% 33.33% 78.57% 7.69% 85.71% 35.71% 42.86% 71.43% 78.57% 13 to 15
None 7.69% 15.38% 61.54% 15.38% 100.00% 7.69% 61.54% 53.85% 53.85% 12 to 13
Other 50.00% 25.00% 75.00% 25.00% 75.00% 50.00% 50.00% 50.00% 75.00% 4 to 4

Valid Answers 50 48 48 46 48 47 48 47 47

submission. We kept the data of participants who skipped some
questions, but removed their blank answers. This leaves us
with a variable number of valid answers per questions, which
we present in Table III. The range of valid answers given by
students of a specific programming background is indicated in
the last column of Table III. Exact numbers per question are
available on the project’s Web site. Since after the division of
students by background, the numbers for some conditions are
rather low, we do not rely on statistical tests and focus the
discussion on the effect size, instead.

B. RQ1: What transfer can we observe when students transi-
tion to Java?

To answer RQ1, we evaluated the correctness of answers,
illustrated in Table III for both instances.

1) RQ1.1: Transfer from C to Java: For the questions in
which we expect positive transfer, we see comparable results
in both instances: Q3 and Q5 have high correctness rates,
especially in the 2024 instance. Q2 has a low correctness rates
in both instances. Thus, we can observe positive transfer, as
expected, but also hints that expected positive transfer does not
occur, which might be linked to idiosyncrasies of the tasks.
We dive deeper into this insight in Section V-B.

For the questions where we expected negative transfer, we
see low (Q1, Q4, Q6) to medium (Q8, Q9) correctness rates in
the 2023 instance. This is similar in the 2024 instance, but with
slight improvements on the correctness rates. Thus, negative
transfer also occurred.

Interestingly, for questions in which we expected no trans-
fer, the correctness rate for Q7 is close to 0. For Q10, some
students could still infer the correct response, even though we
did not expect that they can apply their previous knowledge.

2) RQ1.2: Transfer from Other Languages to Java: Now,
we describe the observations of transfer from students with

a background in Python, in both Python and C, or with no
previous programming knowledge.

For students transitioning from Python, we found mixed
results. For questions where we expected positive transfer,
either transfer occurred (Q3, Q5) or it did not (Q6, Q10, in
which all Python students in the 2023 instance eventually gave
up). In questions with negative transfer, the picture is also
mixed, with low correctness rates in Q1, Q2, and Q4, but
medium to high correctness in Q8. The questions where we
expected no transfer showed a low (Q7) or medium to low
correctness rate (Q9).

For students transitioning from a mixed background of C
and Python, we found high correctness rates in Q3 and Q5,
where positive transfer was expected from both C and Python.
For questions in which we expected negative transfer, we
found low (Q4) and medium (Q8) correctness rates in both
instances. For Q1, we observed an increase in correctness in
the 2024 instance from low to medium. For the remaining
questions, we expected different kinds of transfer for different
programming languages, and there is a mixed picture. For
some questions, these students outperformed students who are
familiar with only one language (e.g., Q6 and Q10), and for
others, being familiar with only one language seems to be
better for transfer (Q9). One interesting observation is that
the performance of these students was better for most tasks
compared to students who are familiar with C only. This is
especially surprising for the tasks in which we expected a
negative transfer from both, Python and C.

For the students who had no programming background, we
assume that no transfer should happen during their snippet
comprehension. This is also reflected in the correctness rates,
which are mostly lower than average.

To summarize, we could observe all kinds of transfer when
students transition to Java. However, the transfer seems to be



less driven by the expected type of transfer, and more by the
specifics of the task.

C. RQ2: What is the effect of explicit Java grammar instruc-
tion on transfer?

To answer RQ2, we compared data from the 2023 instance
with that from the 2024 instance. On average, there was an
increase in correctness rate for all tasks in the 2024 instance.

1) RQ2.1: Effect on Transfer from C to Java: For the
questions in which we expected positive transfer, we observed
improvements in the correctness rates of two questions (Q3,
Q5), which were already relatively high in the 2023 instance.
The correctness rate of Q2 remained low in both instances.

For all questions in which we expected negative transfer,
we found increases in the correctness rates, with considerable
increases in Q6, Q8, and Q9, but only marginal increases for
Q1 and Q4.

In the question where we expected no transfer (Q10), the
correctness rate improved from low to medium.

2) RQ2.2: Effect on Transfer from other Languages to
Java: Unfortunately, the number of students with only Python
background is rather low to reason about the effect of a Java
tutorial. But one interesting observation is that the difficult
questions (i.e., with low correctness rates) Q2, Q4, and Q6
remain difficult in the 2024 instance.

For students with both C and Python backgrounds, we
observed improvements on the correctness rates in most ques-
tions (Q1, Q2, Q4, Q5, Q6, Q9, Q10) and particularly consid-
erable improvements in Q1 and Q2, in which the correctness
rates more than doubled. The correctness rate of Q3, where
we expected positive transfer from both languages, remained
almost the same. In Q8, where we expected negative transfer
from both languages, the correctness rate decreased slightly.

For students with no programming background, we found
improvements on the correctness rates in most questions (Q2,
Q3, Q4, Q5, Q8, Q9, Q10) and decreases in two questions
(Q1, Q6). Interestingly, the correctness rates increased from 0
to low or medium in three questions (Q2, Q4, Q9), while the
correctness rate for Q5 improved from medium to 100 %.

To summarize, not surprisingly, there is a general benefit of
introducing basic Java concepts when learning Java. However,
there are some concepts that are more susceptible to improve
with a tutorial than others. We dive into this into more detail
when looking at the errors in more detail in Section V-B.

V. DISCUSSION AND EXPLORATION

In general, we could replicate the findings by Tshukudu
and Cutts [38] that transfer occurs during the learning of a
second programming language, similar to natural language
learning. We now discuss these findings in detail, starting with
a comparison to the original study, followed by a closer look
at how transfer is connected to specific concepts.

A. Comparison with Tshukudu

By analyzing our results, we observed the behavior of
students regarding programming language transfer, which led
us to findings consistent with Tshukudu and Cutts [38].

For the tasks in which we expected positive transfer from
both C and Python (Q3, Q5), we found high correctness
rates which are similar to the performance of students in the
work of Tshukudu [36]. In the 2024 instance, after the Java
tutorial, the performance of students improved considerably,
indicating that students could benefit from the tutorial when
explicitly learning how loops and methods work in Java.
However, for the concepts scoping (Q2, C background) and
object assignment (Q6, Python background), we found low
correctness rates before and after the tutorial, suggesting that
these are especially difficult for students to learn and require
more than an introduction of these concepts. This is also in
line with the results by Tshukudu and Cutts [38].

We observed low correctness rates and no improvement in
Q4, in which we expected negative transfer. This is consistent
with Tshukudu, who found that 77 % of the students (Python)
still struggled with the comparison operator == [36]. There
is a similar situation in Q1, which was related to type
compatibility. Even though both, Java and C, have a static type
system, we observed little improvement after the Java tutorial
in the 2024 instance, indicating that students struggled to pick
up nuanced differences between type systems. Thus, it might
be helpful to dedicate more time to explicitly explain nuanced
differences and similarities between type systems.

By contrast, there was a considerable increase in the cor-
rectness rate of Q9 (two-dimensional arrays) after the Java
tutorial, as well as in Q6 (attributes of objects) and Q10
(classes) for students with C background, and Q8 (string
concatenation), indicating that students could easily improve
their understanding in object assignment, string concatenation,
and classes. This is in contrast to findings of Tshukudu and
Cutts [36], [38]. One explanation could be that these concepts
are more similar in C and Java, so C students can more easily
grasp them after dedicated explanations.

Students from C profit differently from dedicated instruc-
tions than students from Python. Especially concepts of
classes, object assignment, and string concatenation can
be more easily grasped after dedicated training. However,
the transfer between the type system from C to Java seems
to pose troubles for students.

B. Exploring Kinds of Errors per Task

Since the transfer appears to be tightly connected to the
specific tasks, we dive deeper into the kinds of errors per
task. To this end, we conducted an open card sorting and
identified categories of errors that students made [12]. Based
on these categories, we can get more insights into how transfer
took place or failed. We omit Q3 and Q5 because of the high
correctness rates. In Table IV and Table V, we included the
error categorization for Q1 and Q8 as examples. Due to the
page limit, we cannot include the tables for all questions, but
they are available on our Web site.

1) Q1: In Q1 (assigning a float number “10.5” to an
integer variable whose initial value is 1), we expected neg-
ative transfer, because C and Python handle type mismatches



TABLE IV
CATEGORIZATION OF ERRORS IN Q1 IN THE TWO INSTANCES

2023 Type
Incompati-
bility

Type Casting
Misconcep-
tion (1)

Type Casting
Misconcep-
tion (10.5)

Other Sum 2024 Type
Incompati-
bility

Type Casting
Misconcep-
tion (1)

Type Casting
Misconcep-
tion (10.5)

Other Sum

C 8 3 25 2 38 3 1 9 0 13
Python 2 0 1 0 3 0 1 1 0 2
C & P 5 1 10 0 16 2 0 6 1 9
None 2 1 3 0 6 3 1 7 1 12
Other 3 0 5 1 9 0 0 1 1 2

Sum 20 5 44 3 72 8 3 24 3 38

differently than Java. For students coming from C, we would
have expected the responses “10” or “11”, because this would
be closer to the behavior in C, in which an implicit conversion
of the floating point number 10.5 occurs, transforming it to
the integer number 10, which is assigned to the variable. For
students coming from Python, we would expect the response
“10.5” because of the dynamic typing in Python.

However, most students with C background responded with
“10.5”, so they assumed that it was possible to assign a floating
point value to an integer variable without causing an error in
Java. Thus, there was no transfer of their knowledge of the
C type system to Java. Similarly, students who are familiar
with both, C and Python, mostly applied their knowledge of
Python’s type system (10), less so of the C type system (5).

We also observed students responding “10” or “11”, indi-
cating that they noticed the type incompatibility and assumed
a behavior close to C. Interestingly, these errors persisted
even with dedicated Java instructions. Thus, type systems
seem to be something that is not straight forward to learn,
even when students already are familiar with static typing.
A more detailed introduction to the type system of Java and
the differences to C, no matter how small they might appear,
might help to support transfer, even when students transfer
from another statically typed language.

Interestingly, some students seem to have ignored the as-
signment statement and responded that “1” is the output. They
might have noticed the problem with the assignment, ignoring
it, and only considered the assignments of which they know
the behavior.

2) Q2: We identified cases where the expected transfer did
not occur in Q2 (declaring a variable “Hello” inside a for-
loop, printing it twice, and accessing it outside the loop).
For students coming from C, we expected positive transfer,
because C and Java treat the scope of variables similarly.
However, only few students correctly identified a compiler
error, which persisted also after a dedicated introduction to
Java. Instead, most students responded three times “Hello” or
two times “Hello”. This indicates that they have an incorrect
assumption about scoping, but the concrete assumptions and
their incompatibility with the scoping in Java would require
dedicated studies, for example, using a think-aloud protocol.

For students coming from Python, we expected negative
transfer, so the response three times of “Hello”, since variables

defined within a loop are accessible outside the loop. This is
also what we observed in both instances.

For students with both C and Python backgrounds, a larger
number applied their Python knowledge (9) compared to
those who applied their C knowledge (3). These students
seem to profit from a Java tutorial, as do the students who
have no programming experience or experience with other
programming languages.

Interestingly, we found a few students with a C background
(2) or with both a C and a Python background (1) in the 2023
instance responded “He” or “hel”, which is a part of the string
“Hello”. They seemed to treat the string character by character,
which is how they are usually processed in C. This indicates
that these students transferred their C knowledge to Java, but
had misconceptions about the string representation, which also
seems to be easily fixed with the tutorial.

3) Q4: In Q4 (using the “==” operator to check the refer-
ence equality of a and b) on object comparison, we expected
negative transfer from C and Python, because these languages
handle objects differently than Java.

For students coming from C and/or Python, we expected
the response “true”1, which is what most of the students
responded. Thus, all these students assumed that the content
of the strings was compared, indicating that they transferred
their knowledge.

Interestingly, some other students with a C background did
not think the comparison operator could compare strings and
answered “No output” or “Error”. They seemed to assume that
the goal of the Java snippet was to compare the content of both
strings. C does not allow one to use the comparison operator
“==” to compare two strings, instead the strcmp() function
should be used. Thus, we can assume that these students also
transferred their C knowledge to Java.

Some students responded with the string’s content as the
answer. They seemed to have a misunderstanding of the
return value of the comparison operator “==”. One possible
explanation for their answer is that they compared the content
of both strings, determined them to be equal, and output the
result of the comparison in the form of the equal content.

4) Q6: In Q6 (one object was assigned to another so they
point to the same space in memory, and then the attributes

1In the preceding CS1 course, students used the library stdbool.h, so
are familiar with true and false for the type bool.



of the objects were accessed), we expected negative transfer
from C, such that students would respond “51 53 51”. Most
students coming from C answered that they did not know
the answer. Some (8) responded with the expected incorrect
answer, demonstrating the negative transfer. This type of
question seems to profit from dedicated instructions, as in the
2024 instance, there is a considerable increase in correctness
rate for the students coming from C. Thus, demonstrating the
similarity of references in C and Java seems to be helpful for
students to better transfer their knowledge.

For students coming from Python, we expected the response
“51 53 53” since the assignment acts similarly in Python
compared to that in Java. Surprisingly, most students coming
from Python provided the same answer as the C students: “51
53 51”. In this case, they did not apply the knowledge from
Python, instead assumed that only the values were copied.

For students with a background in both, C and Python, one
third of them correctly answered the question, indicating that
they used their Python knowledge. Some (3) also used their
C knowledge and responded with “51 53 51”. Interestingly,
dedicated instructions do not seem to help with better under-
standing how variables with complex data types work in Java,
but still, students seem to better grasp this concept compared
to students with solely knowledge in C.

Interestingly, some students answered “51 51” or “51 51 (I
do not know what .agga does)”, indicating that the method call
confused them. However, they also could correctly answer a
question about method calling (Q5). Thus, the combination
of method calling and object use seems to be confusing,
so explicitly explaining how both work together might help
students to combine their existing knowledge.

5) Q7: Q7 focused on the usage of keyword new in Java
to allocate new memory space for an array. We expected no
transfer from C and Python, because no syntax similar to
“new” exists to manage the memory space in these languages
compared to Java. However, ways of managing the memory
exist in both languages. We assumed that students coming
from C would point out the problem with new, since the
malloc function is often used to manually manage the mem-
ory. For students coming from Python, we expected similar
cases: although Python has automatic memory management
similar to Java, the keyword new does not have a match.

From the categorization, we found that most students from
all kinds of background answered that they did not know the
answer. This indicates that they were not able to apply their
previous knowledge to Java, in line with our expectation.

We observed that some students also had difficulties in array
indices, array length, for-loops, and increment (++i). Thus,
with all the different concepts that this question contains, it
might be too difficult for students at such an early point in
transition, so we removed it in the 2024 instance.

6) Q8: Q8 focused on the string concatenation using the
“+” operator: two strings were connected (“hello”+“there”),
and a string and a number were connected (“exec”+3). We
expected negative transfer from both, C and Python, because
of the differences in usage of “+”.

For students coming from C, we would have expected the re-
sponse “error” or “compiler error”, because C does not support
concatenating two strings with “+”; instead, the strcat()
function is often used. Contrary to this expectation, about a
third of the students answered this question correctly, so they
assumed that “+” can be used for string concatenation. Only
one student responded “Error” as expected. Some (9) students
provided “hellothere, error”, which is the expected response
for students coming from Python, indicating that they did
not transfer their C knowledge. Some students (10) answered
“hellothere exe” or “hellothere c”, suggesting that they had
a misconception about what “+3” does and assumed that it
interacted with the amount of characters that would be printed.
Similar to our observation in Q2, these students transferred
their C knowledge in an unexpected way to Java.

For students coming from Python, the expected response
is “hellothere, error”, since concatenating two strings in this
way is allowed in Python, but not a string and a number. The
students either responded as expected, thus transferring their
Python knowledge, or got the answer correct. The same was
the case for students with mixed C and Python background.

We also found that some students responded “hellothere
exec”, thus ignoring the “+3”, and only considering the
part they were familiar with. This is similar to the case in
discussion of Q1.

Interestingly, even though we expected negative transfer, we
have relatively high correctness rates. One possible explana-
tion for this is that, since the snippet was relatively simple
and short, students could easily infer the meaning of it and
arrived at the correct solution. In this way, the influence of
negative transfer was mitigated, leading to a high correctness
rate. Regarding explicit instructions, most students seem to
profit, especially those who have no experience with previous
languages, in quickly understanding how the “+” operator
works. Interestingly, for students who are familiar with C and
Python, the dedicated tutorial does not seem to help. Thus,
these students might benefit from more attention to the details
of how the “+” operator works in Java.

7) Q9: The snippet in Q9 initialized a two-dimensional
array and printed its contents using nested for-loops, and the
focus was using “.length” to access the length of the array.
We expected negative transfer from C because of the different
use of the dot operator (“.”). We expected no transfer from
Python, because Python has a distinct way of accessing the
length of an array with the len() function.

Independent of their background, most students responded
“I do not know”, indicating that they cannot find any similarity
between their familiar syntax and Java syntax. Some students
with both C and Python backgrounds stated more specifically
in their responses that they did not know whether “.length”
was available in Java, which is coherent with our expectation.

Also, some students from different backgrounds answered
Q9 correctly. They seemed to have been able to infer that
accessing the length of the array could be achieved using
“.length” in Java. The correctness rates also drastically im-
proved in the 2024 instance, especially for students with



TABLE V
CATEGORIZATION OF ERRORS IN Q8 IN THE TWO INSTANCES

2023 + Con-
catenation
Knowledge
Missing

Strings and
Numbers
Connection
Misconception

“+3” misun-
derstanding

Other Sum 2024 + Con-
catenation
Knowledge
Missing

Strings and
Numbers
Connection
Misconception

“+3” misun-
derstanding

Other Sum

C 1 9 10 3 23 0 3 5 0 8
Python 0 2 0 0 2 0 0 0 0 0
C & P 0 6 0 1 7 0 3 2 3 8
None 0 0 2 1 3 1 0 2 1 4
Other 0 2 0 0 2 0 1 0 1 2

Sum 1 19 12 5 37 1 7 9 5 22

a background in C, but not for those with a background
in Python. Dedicated Java instructions seemed to help most
students in understanding the usage of “.length” and applying
their knowledge to a new programming language.

Moreover, we observed that some students understood the
snippet’s goal of printing each element of the array. However,
they struggled with the nested for-loops and arrived at incor-
rect answers, suggesting that nested loops in combination with
array access poses difficulties when transferring to Java.

8) Q10: Q10 focused on the basic concepts of classes, and
information was printed using getter methods. We expected no
transfer from C, because C does not have classes, so students
would express confusion. We expected positive transfer from
Python, since Python has classes, and similar keywords (class,
get, set) are also used.

Most students with a C background said they did not
know the answer, indicating that they did not find related
knowledge in C, as we expected. Surprisingly, none of the
Python students provided a correct solution in either instance,
so somehow, classes pose an obstacle for students coming from
Python. Interestingly, some students with both C and Python
backgrounds also did not know the answer, indicating that they
failed to transfer their Python knowledge in this case.

We observed that some students with a C background
arrived at the correct answer, especially after receiving ded-
icated Java instructions. They seem to have transferred their
knowledge of struct in C to the unfamiliar but equivalent
representation in Java. All students (except those coming from
Python) profit considerably from explicitly introducing classes.

In a few instances, students with a background in C or
mixed backgrounds responded with a part of the correct output,
for example “Max25” or “001 Max 25 001 Max 23”. These
students might have had trouble with method calls, similarly
to question Q6, or they might have ignored parts of the code
they were not familiar with, similarly to what happened in Q1
and Q8.

Task-specific effects affect transfer differently than ex-
pected and cannot be mitigated by dedicated instructions.
Especially type incompatibility, variable scoping, and ob-
ject comparison seem difficult for students, while string
concatenation and classes seem to be easier to grasp once

we explicitly demonstrated similarities. This counts also
for students who have no programming experience, which
might also indicate some kind of transfer, for example,
based on previous language learning or real-world objects.

C. Interpreting Unexpected Errors

Our deep-dive into the specific answers shows that transfer
does not always occur as expected. Instead, our data paint a
diverse, nuanced picture about how transfer touches on dif-
ferent concepts from different programming backgrounds. In
Q1, we expected negative transfer from C and the correctness
rates were low, as expected, but the specific answers reveal
that students often answered incorrectly in a way that is not
explainable with the background in C. This implies that there
was, in fact, not negative transfer from C, but no transfer.

In other questions, the influence from C is evident, il-
lustrated well by Q2 and Q8, where strings were involved.
Some answers indicate that the students tried to handle strings
character by character, demonstrating negative transfer from C.
Thus, transfer from previously known languages does occur,
but depends on further factors.

One possible factor affecting transfer is a mix of several
concepts within the same code snippet. Even the seemingly
simple snippets sometimes contain more than one concept. Q2
is a good example: The question focuses on variable scope,
and we expected positive transfer. However, the students who
thought that the code would print characters of the string
clearly did not transfer their knowledge on scoping from C, but
they did transfer their knowledge on strings. In other words,
they did not transfer their knowledge on the expected concept,
but they did on another concept that was also contained
within the snippet. Another example is Q6: We expected
negative transfer on the concept of object assignment, and
the correctness rate was appropriately low. However, many
students stated that they did not know the answer, as opposed
to the answer we expected due to negative transfer from C.
This also looks like there was no transfer, and some answers
indicate that the concept of methods could have been an issue.
This is especially interesting, because in Q5, most students
demonstrated that they can correctly identify a method call in
Java. However, they could not repeat this in Q6, when it was
combined with other concepts.



Another phenomenon that we observed is students appar-
ently skipping ‘problematic’ statements (Q1, Q2, Q6, Q8,
Q10). These examples could indicate a tendency in the be-
havior of students to strive for the most meaningful or most
complete answer, even if they do not understand every part
of the code. Students could also avoid providing “error” as
an answer, which might be one reason for some concepts not
being transferred as expected, such that a concept would be
ignored when it leads to an error. Future studies could investi-
gate whether erroneous code snippets lead to different behavior
when answering comprehension questions, and whether the
phenomenon is tied to transfer or more ubiquitous.

To summarize, the analysis revealed that students often did
not answer the way we predicted based on the Model of
Programming Language Transfer [38]. The concrete answers
hint at further possible factors that are at play here, such as
several different concepts being contained in one code snippet.
Thus, transfer does take place, but it is unclear why some
concepts transfer while others do not, or which concept or
knowledge source takes precedence.

Tshukudu also suspected that the “distance” between the
concepts in different languages could be an influence, that
is, some concepts are more different between the compared
languages than others. Thus, explicitly bridging this distance,
for example, by explaining how structures map to classes,
might reduce it for some concepts, while for others, the
distance might simply be too big to close in one tutorial.
This distance could also be perceived differently by different
persons: While instructors see that type handling is very
similar, students might experience a larger difference and
cannot see the similarity. [36]

VI. IMPLICATIONS FOR TEACHING

These insights help us to tailor programming teaching in
more advanced programming courses, as we can better under-
stand the obstacles students face, on which we can put special
focus. Explicit instructions that focus on the differences of the
new programming language compared to the previously known
language can foster positive transfer and mitigate negative
transfer. However, special attention should be given to the
learning materials: a code snippet which is used to demonstrate
one concept can contain additional concepts which are not
relevant, but still affected by transfer. Also, students with
different or mixed backgrounds of programming language
knowledge can have different responses to a new concept
compared to their peers. Thus, viewing concepts from different
angles can help students of different backgrounds come to the
same level of understanding.

VII. THREATS TO VALIDITY

Like every empirical study, there were threats to validity that
we could not entirely exclude. A threat to construct validity
is whether we truly observed transfer or other effects. To
mitigate this threat, we stuck as closely as possible to the
established snippets and carefully examined each snippet for
the expected kind of transfer. The existence of the expected

incorrect responses shows that the snippets indeed let students
transfer their knowledge, but the unexpected incorrect re-
sponses demonstrate that there might be something more. Still,
the results provide interesting insights into how students learn
a new programming language. Furthermore, the dedicated Java
tutorial might have omitted concepts of Java or not went
into too much depth. To mitigate this threat, we focused on
concepts of the snippets, and we discussed the results per
task, identifying specific problems. Thus, our results provide
relevant avenues on how future work could address especially
problematic concepts.

Regarding internal validity, the snippets could lead to either
an error or a certain output. To ensure that participants feel
confident to give these two kinds of responses, we explicitly
told participants that an error is also a possible response.
Furthermore, we anonymized the responses of participants, so
that they would not feel evaluation apprehension. Additionally,
students might have different experience levels. To take this
into account, we assessed it with our programming-experience
questionnaire and discussed the results separately by different
programming languages.

For external validity, we focused on students of a Java CS2
course. Thus, the results are not very general, but they are a
piece in the puzzle on understanding learning transfer. Since
participating in the questionnaire was not mandatory for the
students, this could lead to the risk of self-selection bias. To
minimize this risk, we incorporated the questionnaire into the
in-person lecture, so it felt like part of the normal workflow.

VIII. CONCLUSION

Being able to quickly learn new programming languages
is an essential skill for software developers. In our study, we
have evaluated the difficulties students face when transitioning
from the C programming language to Java, thereby providing
further empirical evidence that transfer in programming learn-
ing is similar to that in learning a second natural language.
Explicit instructions about differences and similarities between
programming languages can foster transfer, but some concepts
require a deeper reflection.
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